LAPORAN PRAKTIKUM

STRUKTUR DATA DAN ALGORITME

MODUL XI

**TREE**

![Logo

Description automatically generated](data:image/png;base64,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)

**Disusun Oleh :**

Nama : Fatkhurrohman Purnomo

NIM : 21102125

**Dosen Pengampu**

Ipam Fuaddina Adam, S.T., M.Kom.

**PROGRAM STUDI TEKNIK INFORMATIKA**

**FAKULTAS INFORMATIKA**

**INSTITUT TEKNOLOGI TELKOM PURWOKERTO**

**PURWOKERTO**

**2022**

# Dasar Teori

**Tree (Binary Tree)**

Struktur data tree merupakan kumpulan node yang saling terhubung satu sama lain dalam suatu kesatuan yang membentuk layaknya struktur sebuah pohon. Dalam penerapannya berbentuk menyerupai struktur pohon terbalik, akar (root) berada di atas dan daun (leaf) berada di bawah akar. Struktur data tree digunakan untuk menyimpan data-data hierarki seperti pohon keluarga, skema pertandingan, struktur organisasi. Terdapat beberapa terminologi/istilah dalam struktur data tree ini sebagaimana telah disajikan dan dijelaskan pada tabel.

|  |  |
| --- | --- |
| **Predecessor** | Node yang berada di atas node tertentu |
| **Successor** | Node yang berada di bawah node tertentu |
| **Ancestor** | Seluruh node yang terletak sebelum node tertentu dan terletak pada jalur yang sama |
| **Descendent** | Seluruh node yang terletak setelah node tertentu dan terletak pada jalur yang sama |
| **Parent** | Predecessor satu level di atas suatu node |
| **Child** | Successor satu level di bawah suatu node |
| **Sibling** | Node-node yang memiliki parent yang sama |
| **Subtree** | Suatu node beserta descendent-nya |
| **Size** | Banyaknya node dalam suatu tree |
| **Height** | Banyaknya tingkatan/level dalam suatu tree |
| **Roof** | Node khusus yang tidak memiliki predecessor |
| **Leaf** | Node-node dalam tree yang tidak memiliki successor |
| **Degree** | Banyaknya child dalam suatu node |

**Binary Tree dalam Program**

Membuat struktur data binary tree dalam suatu program (berbahasa C++) dapat menggunakan struct yang memiliki 2 buah pointer, seperti halnya double linked list.

**Operasi pada Tree**

* **Create**: digunakan untuk membentuk binary tree baru yang masih kosong.
* **Clear**: digunakan untuk mengosongkan binary tree yang sudah ada atau menghapus semua node pada binary tree.
* **isEmpty**: digunakan untuk memeriksa apakah binary tree masih kosong atau tidak.
* **Insert**: digunakan untuk memasukkan sebuah node kedalam tree.
* **Find**: digunakan untuk mencari root, parent, left child, atau right child dari suatu node dengan syarat tree tidak boleh kosong.
* **Update**: digunakan untuk mengubah isi dari node yang ditunjuk oleh pointer current dengan syarat tree tidak boleh kosong.
* **Retrive**: digunakan untuk mengetahui isi dari node yang ditunjuk pointer current dengan syarat tree tidak boleh kosong.
* **Delete Sub**: digunakan untuk menghapus sebuah subtree (node beserta seluruh descendant-nya) yang ditunjuk pointer current dengan syarat tree tidak boleh kosong.

**Penelusuran Pohon (Traversal)**

Penelusuran pohon mengacu pada proses mengunjungi semua simpul pada pohon tepat satu kali. Kata mengunjungi disini lebih mengacu kepada makna menampilkan data dari simpul yang dikunjungi. Terdapat 3 metode traversal yang dibahas dalam modul ini yakni Pre-Order, In-Order, dan Post-Order.

Pre-Order

Penelusuran secara pre-order memiliki alur:

1. Cetak data pada simpul root
2. Secara rekursif mencetak seluruh data pada subpohon kiri
3. Secara rekursif mencetak seluruh data pada subpohon kanan

In-Order

Penelusuran secara in-order memiliki alur:

1. Secara rekursif mencetak seluruh data pada subpohon kiri
2. Cetak data pada root
3. Secara rekursif mencetak seluruh data pada subpohon kanan

Post-Order

Penelusuran secara in-order memiliki alur:

1. Secara rekursif mencetak seluruh data pada subpohon kiri
2. Secara rekursif mencetak seluruh data pada subpohon kanan
3. Cetak data pada root

Ref:

Modul XI: TREE

[Tree pada C++ (Tree Awal) - nblognlife](http://www.nblognlife.com/2014/12/tree-pada-c-tree-awal.html)

# Guided

## Program Binary Tree

|  |
| --- |
| #include <iostream>  using namespace std;  // PROGRAM BINARY TREE  // Deklarasi Pohon  struct Pohon  {      char data;      Pohon \*left, \*right, \*parent;  };  Pohon \*root, \*baru;  // Inisialisasi  void init()  {      root = NULL;  }  // Cek Node  int isEmpty()  {      if (root == NULL)          return 1; // true      else          return 0; // false  }  // Buat Node Baru  void buatNode(char data)  {      if (isEmpty() == 1)      {          root = new Pohon();          root->data = data;          root->left = NULL;          root->right = NULL;          root->parent = NULL;          cout << "\n Node " << data << " berhasil dibuat menjadi root." << endl;      }      else      {          cout << "\n Pohon sudah dibuat" << endl;      }  }  // Tambah Kiri  Pohon \*insertLeft(char data, Pohon \*node)  {      if (isEmpty() == 1)      {          cout << "\n Buat root terlebih dahulu!" << endl;          return NULL;      }      else      {          // cek apakah child kiri ada atau tidak          if (node->left != NULL)          {              // kalau ada              cout << "\n Node " << node->data << " sudah ada child kiri!" << endl;              return NULL;          }          else          {              // kalau tidak ada              baru = new Pohon();              baru->data = data;              baru->left = NULL;              baru->right = NULL;              baru->parent = node;              node->left = baru;              cout << "\n Node " << data << " berhasil ditambahkan ke child kiri " << baru->parent->data << endl;              return baru;          }      }  }  // Tambah Kanan  Pohon \*insertRight(char data, Pohon \*node)  {      if (root == NULL)      {          cout << "\n Buat root terlebih dahulu!" << endl;          return NULL;      }      else      {          // cek apakah child kanan ada atau tidak          if (node->right != NULL)          {              // kalau ada              cout << "\n Node " << node->data << " sudah ada child kanan!" << endl;              return NULL;          }          else          {              // kalau tidak ada              baru = new Pohon();              baru->data = data;              baru->left = NULL;              baru->right = NULL;              baru->parent = node;              node->right = baru;              cout << "\n Node " << data << " berhasil ditambahkan ke child kanan " << baru->parent->data << endl;              return baru;          }      }  }  // Ubah Data Tree  void update(char data, Pohon \*node)  {      if (isEmpty() == 1)      {          cout << "\n Buat tree terlebih dahulu!" << endl;      }      else      {          if (!node)              cout << "\n Node yang ingin diganti tidak ada!!" << endl;          else          {              char temp = node->data;              node->data = data;              cout << "\n Node " << temp << " berhasil diubah menjadi " << data << endl;          }      }  }  // Lihat Isi Data Tree  void retrieve(Pohon \*node)  {      if (isEmpty() == 1)      {          cout << "\n Buat tree terlebih dahulu!" << endl;      }      else      {          if (!node)              cout << "\n Node yang ditunjuk tidak ada!" << endl;          else          {              cout << "\n Data node : " << node->data << endl;          }      }  }  // Cari Data Tree  void find(Pohon \*node)  {      if (isEmpty() == 1)      {          cout << "\n Buat tree terlebih dahulu!" << endl;      }      else      {          if (!node)              cout << "\n Node yang ditunjuk tidak ada!" << endl;          else          {              cout << "\n Data Node : " << node->data << endl;              cout << " Root : " << root->data << endl;              if (!node->parent)                  cout << " Parent : (tidak punya parent)" << endl;              else                  cout << " Parent : " << node->parent->data << endl;              if (node->parent != NULL && node->parent->left != node && node->parent->right == node)                  cout << " Sibling : " << node->parent->left->data << endl;              else if (node->parent != NULL && node->parent->right != node &&                       node->parent->left == node)                  cout << " Sibling : " << node->parent->right->data << endl;              else                  cout << " Sibling : (tidak punya sibling)" << endl;              if (!node->left)                  cout << " Child Kiri : (tidak punya Child kiri)" << endl;              else                  cout << " Child Kiri : " << node->left->data << endl;              if (!node->right)                  cout << " Child Kanan : (tidak punya Child kanan)" << endl;              else                  cout << " Child Kanan : " << node->right->data << endl;          }      }  }  // Penelurusan (Traversal)  // preOrder  void preOrder(Pohon \*node = root)  {      if (isEmpty() == 1)          cout << "\n Buat tree terlebih dahulu!" << endl;      else      {          if (node != NULL)          {              cout << " " << node->data << ", ";              preOrder(node->left);              preOrder(node->right);          }      }  }  // inOrder  void inOrder(Pohon \*node = root)  {      if (isEmpty() == 1)          cout << "\n Buat tree terlebih dahulu!" << endl;      else      {          if (node != NULL)          {              inOrder(node->left);              cout << " " << node->data << ", ";              inOrder(node->right);          }      }  }  // postOrder  void postOrder(Pohon \*node = root)  {      if (isEmpty() == 1)          cout << "\n Buat tree terlebih dahulu!" << endl;      else      {          if (node != NULL)          {              postOrder(node->left);              postOrder(node->right);              cout << " " << node->data << ", ";          }      }  }  // Hapus Node Tree  void deleteTree(Pohon \*node)  {      if (isEmpty() == 1)          cout << "\n Buat tree terlebih dahulu!" << endl;      else      {          if (node != NULL)          {              if (node != root)              {                  node->parent->left = NULL;                  node->parent->right = NULL;              }              deleteTree(node->left);              deleteTree(node->right);              if (node == root)              {                  delete root;                  root = NULL;              }              else              {                  delete node;              }          }      }  }  // Hapus SubTree  void deleteSub(Pohon \*node)  {      if (isEmpty() == 1)          cout << "\n Buat tree terlebih dahulu!" << endl;      else      {          deleteTree(node->left);          deleteTree(node->right);          cout << "\n Node subtree " << node->data << " berhasil dihapus." << endl;      }  }  // Hapus Tree  void clear()  {      if (isEmpty() == 1)          cout << "\n Buat tree terlebih dahulu!!" << endl;      else      {          deleteTree(root);          cout << "\n Pohon berhasil dihapus." << endl;      }  }  // Cek Size Tree  int size(Pohon \*node = root)  {      if (isEmpty() == 1)      {          cout << "\n Buat tree terlebih dahulu!!" << endl;          return 0;      }      else      {          if (!node)          {              return 0;          }          else          {              return 1 + size(node->left) + size(node->right);          }      }  }  // Cek Height Level Tree  int height(Pohon \*node = root)  {      if (isEmpty() == 1)      {          cout << "\n Buat tree terlebih dahulu!" << endl;          return 0;      }      else      {          if (!node)          {              return 0;          }          else          {              int heightKiri = height(node->left);              int heightKanan = height(node->right);              if (heightKiri >= heightKanan)              {                  return heightKiri + 1;              }              else              {                  return heightKanan + 1;              }          }      }  }  // Karakteristik Tree  void charateristic()  {      cout << "\n Size Tree : " << size() << endl;      cout << " Height Tree : " << height() << endl;      cout << " Average Node of Tree : " << size() / height() << endl;  }  int main()  {      buatNode('A');      Pohon \*nodeB, \*nodeC, \*nodeD, \*nodeE, \*nodeF, \*nodeG, \*nodeH, \*nodeI, \*nodeJ;      nodeB = insertLeft('B', root);      nodeC = insertRight('C', root);      nodeD = insertLeft('D', nodeB);      nodeE = insertRight('E', nodeB);      nodeF = insertLeft('F', nodeC);      nodeG = insertLeft('G', nodeE);      nodeH = insertRight('H', nodeE);      nodeI = insertLeft('I', nodeG);      nodeJ = insertRight('J', nodeG);      update('Z', nodeC);      update('C', nodeC);      retrieve(nodeC);      find(root);      cout << "\n PreOrder :" << endl;      preOrder(nodeE);      cout << "\n" << endl;      cout << " InOrder :" << endl;      inOrder(nodeE);      cout << "\n" << endl;      cout << " PostOrder :" << endl;      postOrder(nodeE);      cout << "\n" << endl;      charateristic();      deleteSub(nodeE);      cout << "\n PreOrder :" << endl;      preOrder();      cout << "\n" << endl;      charateristic();  } |

**Deskripsi:**

* **Create**: digunakan untuk membentuk binary tree baru yang masih kosong.
* **Clear**: digunakan untuk mengosongkan binary tree yang sudah ada atau menghapus semua node pada binary tree.
* **isEmpty**: digunakan untuk memeriksa apakah binary tree masih kosong atau tidak.
* **Insert**: digunakan untuk memasukkan sebuah node kedalam tree.
* **Find**: digunakan untuk mencari root, parent, left child, atau right child dari suatu node dengan syarat tree tidak boleh kosong.
* **Update**: digunakan untuk mengubah isi dari node yang ditunjuk oleh pointer current dengan syarat tree tidak boleh kosong.
* **Retrive**: digunakan untuk mengetahui isi dari node yang ditunjuk pointer current dengan syarat tree tidak boleh kosong.
* **Delete Sub**: digunakan untuk menghapus sebuah subtree (node beserta seluruh descendant-nya) yang ditunjuk pointer current dengan syarat tree tidak boleh kosong.

**Output:**

![Calendar
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# Tugas (Unguided)

Modifikasi Guided menjadi program menu dengan input data tree dari user!

|  |
| --- |
| // NAMA : FATKHURROHMAN PURNOMO  // NIM : 21102125  // MODIF MENU DAN INPUTAN DARI USER  #include <iostream>  using namespace std;  /// PROGRAM MENU BINARY TREE  // Deklarasi Pohon  struct Pohon  {      char data;      Pohon \*left, \*right, \*parent;  };  Pohon \*root, \*baru;  // Inisialisasi  void init()  {      root = NULL;  }  // Cek Node  int isEmpty()  {      if (root == NULL)          return 1; // true      else          return 0; // false  }  // Buat Node Baru  void buatNode(char data)  {      if (isEmpty() == 1)      {          root = new Pohon();          root->data = data;          root->left = NULL;          root->right = NULL;          root->parent = NULL;          cout << "Node " << data << " berhasil dibuat!" << endl;      }      else      {          cout << "\n Pohon sudah dibuat" << endl;      }  }  // Tambah Kiri  Pohon \*insertLeft(char data, Pohon \*node)  {      if (isEmpty() == 1)      {          cout << "\n Buat tree terlebih dahulu!" << endl;          return NULL;      }      else      {          // cek apakah child kiri ada atau tidak          if (node->left != NULL)          {              // kalau ada              cout << "\n Node " << node->data << " sudah ada child kiri!" << endl;              return NULL;          }          else          {              // kalau tidak ada              baru = new Pohon();              baru->data = data;              baru->left = NULL;              baru->right = NULL;              baru->parent = node;              node->left = baru;              cout << "\n Node " << data << " berhasil ditambahkan ke child kiri " << baru->parent->data << endl;              return baru;          }      }  }  // Tambah Kanan  Pohon \*insertRight(char data, Pohon \*node)  {      if (root == NULL)      {          cout << "\n Buat tree terlebih dahulu!" << endl;          return NULL;      }      else      {          // cek apakah child kanan ada atau tidak          if (node->right != NULL)          {              // kalau ada              cout << "\n Node " << node->data << " sudah ada child kanan!" << endl;              return NULL;          }          else          {              // kalau tidak ada              baru = new Pohon();              baru->data = data;              baru->left = NULL;              baru->right = NULL;              baru->parent = node;              node->right = baru;              cout << "\n Node " << data << " berhasil ditambahkan ke child kanan " << baru->parent->data << endl;              return baru;          }      }  }  // Ubah Data Tree  void update(char data, Pohon \*node)  {      if (!root)      {          cout << "\n Buat tree terlebih dahulu!" << endl;      }      else      {          if (!node)              cout << "\n Node yang ingin diganti tidak ada!!" << endl;          else          {              char temp = node->data;              node->data = data;              cout << "\n Node " << temp << " berhasil diubah menjadi " << data << endl;          }      }  }  // Lihat Isi Data Tree  void retrieve(Pohon \*node)  {      if (!root)      {          cout << "\n Buat tree terlebih dahulu!" << endl;      }      else      {          if (!node)              cout << "\n Node yang ditunjuk tidak ada!" << endl;          else          {              cout << "\n Data node: " << node->data << endl;          }      }  }  // Cari Data Tree  void find(Pohon \*node)  {      if (!root)      {          cout << "\n Buat tree terlebih dahulu!" << endl;      }      else      {          if (!node)              cout << "\n Node yang ditunjuk tidak ada!" << endl;          else          {              cout << "\n Data Node\t: " << node->data << endl;              cout << " Root\t\t: " << root->data << endl;              if (!node->parent)                  cout << " Parent\t\t: (tidak punya parent)" << endl;              else                  cout << " Parent\t\t: " << node->parent->data << endl;              if (node->parent != NULL && node->parent->left != node && node->parent->right == node)                  cout << " Sibling\t\t: " << node->parent->left->data << endl;              else if (node->parent != NULL && node->parent->right != node &&                       node->parent->left == node)                  cout << " Sibling\t\t: " << node->parent->right->data << endl;              else                  cout << " Sibling\t\t: (tidak punya sibling)" << endl;              if (!node->left)                  cout << " Child Kiri\t: (tidak punya Child kiri)" << endl;              else                  cout << " Child Kiri\t: " << node->left->data << endl;              if (!node->right)                  cout << " Child Kanan\t: (tidak punya Child kanan)" << endl;              else                  cout << " Child Kanan\t: " << node->right->data << endl;          }      }  }  // Penelurusan (Traversal)  // preOrder  void preOrder(Pohon \*node = root)  {      if (!root)          cout << "\n Buat tree terlebih dahulu!" << endl;      else      {          if (node != NULL)          {              cout << " " << node->data << ", ";              preOrder(node->left);              preOrder(node->right);          }      }  }  // inOrder  void inOrder(Pohon \*node = root)  {      if (!root)          cout << "\n Buat tree terlebih dahulu!" << endl;      else      {          if (node != NULL)          {              inOrder(node->left);              cout << " " << node->data << ", ";              inOrder(node->right);          }      }  }  // postOrder  void postOrder(Pohon \*node = root)  {      if (!root)          cout << "\n Buat tree terlebih dahulu!" << endl;      else      {          if (node != NULL)          {              postOrder(node->left);              postOrder(node->right);              cout << " " << node->data << ", ";          }      }  }  // Hapus Node Tree  void deleteTree(Pohon \*node)  {      if (!root)          cout << "\n Buat tree terlebih dahulu!" << endl;      else      {          if (node != NULL)          {              if (node != root)              {                  node->parent->left = NULL;                  node->parent->right = NULL;              }              deleteTree(node->left);              deleteTree(node->right);              if (node == root)              {                  delete root;                  root = NULL;              }              else              {                  delete node;              }          }      }  }  // Hapus SubTree  void deleteSub(Pohon \*node)  {      if (!root)          cout << "\n Buat tree terlebih dahulu!" << endl;      else      {          deleteTree(node->left);          deleteTree(node->right);          cout << "\n Node subtree " << node->data << " berhasil dihapus." << endl;      }  }  // Hapus Tree  void clear()  {      if (!root)          cout << "\n Buat tree terlebih dahulu!!" << endl;      else      {          deleteTree(root);          cout << "\n Pohon berhasil dihapus." << endl;      }  }  // Cek Size Tree  int size(Pohon \*node = root)  {      if (!root)      {          cout << "\n Buat tree terlebih dahulu!!" << endl;          return 0;      }      else      {          if (!node)          {              return 0;          }          else          {              return 1 + size(node->left) + size(node->right);          }      }  }  // Cek Height Level Tree  int height(Pohon \*node = root)  {      if (!root)      {          cout << "\n Buat tree terlebih dahulu!" << endl;          return 0;      }      else      {          if (!node)          {              return 0;          }          else          {              int heightKiri = height(node->left);              int heightKanan = height(node->right);              if (heightKiri >= heightKanan)              {                  return heightKiri + 1;              }              else              {                  return heightKanan + 1;              }          }      }  }  // Karakteristik Tree  void charateristic()  {      cout << "\n Size Tree\t\t: " << size() << endl;      cout << " Height Tree\t\t: " << height() << endl;      cout << " Average Node of Tree\t: " << size() / height() << endl;  }  // main  void menu()  {      int pil, i = 0;   // Counter array var. data      int j = 0, k = 0; // Counter array var. node      char data[100], par, baru;      Pohon \*node[100];      init();      do      {          system("cls");          cout << "=========================================================" << endl;          cout << "|            Binary Tree Mod Menu & Inputan             |" << endl;          cout << "=========================================================" << endl;          cout << " 1. Buat Tree                                           " << endl;          cout << " 2. Tambah Tree Kiri                                    " << endl;          cout << " 3. Tambah Tree Kanan                                   " << endl;          cout << " 4. Ubah                                                " << endl;          cout << " 5. Isi                                                 " << endl;          cout << " 6. cari                                                " << endl;          cout << " 7. PreOrder                                            " << endl;          cout << " 8. InOrder                                             " << endl;          cout << " 9. PostOrder                                           " << endl;          cout << " 10. Hapus Tree                                         " << endl;          cout << " 11. Hapus SubTree                                      " << endl;          cout << " 12. Karakteristik Tree                                 " << endl;          cout << " 0. Keluar                                              " << endl;          cout << "==========================================================" << endl;          cout << " Masukkan pilihan anda : ";          cin >> pil;          cout << endl;          switch (pil)          {          case 1:              cout << "Membuat Tree" << endl;              cout << "Masukkan Node: ";              cin >> data[i]; // Masukkan data              buatNode(data[i]); // Buat node              i++; // melanjutkan counter array var. data              break;          case 2:              cout << "Tambah Tree Kiri" << endl;              cout << " Masukkan Node\t\t: ";              cin >> data[i]; // Masukkan data              if (root->left == NULL) // Jika node kiri kosong              {                  node[j] = insertLeft(data[i], root); // Tambah node kiri              }              else              {                  cout << " Masukkan Node Parent\t: ";                  cin >> par;                  // Masukkan data parent                  while (par != node[k]->data) // Cari node parent                  {                      k++; // melanjutkan counter array var. node                  }                  node[j] = insertLeft(data[i], node[k]); // Tambah node kiri              }              i++; // melanjutkan counter array var. data              j++; // melanjutkan counter array var. node              break;          case 3:              cout << "Tambah Tree Kanan" << endl;              cout << " Masukkan Node\t\t: ";              cin >> data[i]; // Masukkan data              if (root->right == NULL) // Jika node kanan kosong              {                  node[j] = insertRight(data[i], root); // Tambah node kanan              }              else              {                  cout << " Masukkan Node Parent\t: "; // Masukkan data parent                  cin >> par;                  while (par != node[k]->data) // Cari node parent                  {                      k++;                  }                  node[j] = insertRight(data[i], node[k]);              }              i++; // melanjutkan counter array var. data              j++; // melanjutkan counter array var. data              break;          case 4:              cout << "Ubah" << endl;              cout << " Masukkan Node baru: ";              cin >> baru;              cout << " Masukkan Node yang ingin diubah: ";              cin >> par;              if (par == root->data) // Jika node yang diubah adalah root              {                  update(baru, root); // Ubah node root              }              else              {                  while (par != node[k]->data) // Cari node root                  {                      k++; // melanjutkan counter array var. node                  }                  update(baru, node[k]); // Ubah node root              }              break;          case 5:              cout << "Isi" << endl;              cout << " Masukkan Node yang ingin dilihat datanya: ";              cin >> par;              if (par == root->data) // Jika node yang dilihat adalah root              {                  retrieve(root); // Lihat data root              }              else              {                  while (par != node[k]->data) // Cari node root                  {                      k++;                  }                  retrieve(node[k]); // Lihat data root              }              break;          case 6:              cout << "Cari" << endl;              cout << " Masukkan Node yang ingin dicari: ";              cin >> par;              if (par == root->data)              {                  find(root); // Cari node root              }              else              {                  while (par != node[k]->data)                  {                      k++;                  }                  find(node[k]);              }              break;          case 7:              cout << "PreOrder" << endl;              cout << " Dari Node apa yang ingin ditelusuri: ";              cin >> par;              if (par == root->data)              {                  preOrder(root);              }              else              {                  while (par != node[k]->data)                  {                      k++;                  }                  preOrder(node[k]);              }              break;          case 8:              cout << "InOrder" << endl;              cout << " Dari Node apa yang ingin ditelusuri: ";              cin >> par;              if (par == root->data)              {                  inOrder(root);              }              else              {                  while (par != node[k]->data)                  {                      k++;                  }                  inOrder(node[k]);              }              break;          case 9:              cout << "PostOrder" << endl;              cout << " Dari Node apa yang ingin ditelusuri: ";              cin >> par;              if (par == root->data)              {                  postOrder(root);              }              else              {                  while (par != node[k]->data)                  {                      k++;                  }                  postOrder(node[k]);              }              break;          case 10:              cout << "Hapus Tree" << endl;              deleteTree(root); // Hapus tree              break;          case 11:              cout << "Hapus SubTree" << endl;              cout << " Masukkan Sub Tree yang ingin dihapus: ";              cin >> par;              if (par == root->data)              {                  deleteSub(root);              }              else              {                  while (par != node[k]->data)                  {                      k++;                  }                  deleteSub(node[k]);              }              break;          case 12:              cout << "Karakteristik Tree" << endl;              charateristic(); // Cari karakteristik tree              break;          case 0:              cout << "Keluar" << endl;              break;          default:              cout << " Pilihan tidak ada" << endl;          }          cout << endl;          k = 0; // Reset counter array var. node          system("pause");      } while (pil != 0); // Selama pilihan tidak 0  }  int main()  {      mainProgram();      return 0;  } |

**Deskripsi:**

* **Create**: digunakan untuk membentuk binary tree baru yang masih kosong.
* **Clear**: digunakan untuk mengosongkan binary tree yang sudah ada atau menghapus semua node pada binary tree.
* **isEmpty**: digunakan untuk memeriksa apakah binary tree masih kosong atau tidak.
* **Insert**: digunakan untuk memasukkan sebuah node kedalam tree.
* **Find**: digunakan untuk mencari root, parent, left child, atau right child dari suatu node dengan syarat tree tidak boleh kosong.
* **Update**: digunakan untuk mengubah isi dari node yang ditunjuk oleh pointer current dengan syarat tree tidak boleh kosong.
* **Retrive**: digunakan untuk mengetahui isi dari node yang ditunjuk pointer current dengan syarat tree tidak boleh kosong.
* **Delete Sub**: digunakan untuk menghapus sebuah subtree (node beserta seluruh descendant-nya) yang ditunjuk pointer current dengan syarat tree tidak boleh kosong.
* **Menu**: untuk memanggil fungsi-fungsi yang ada dalam program, menggunakan input user supaya lebih fleksibel sesuai keinginan.

**Output:**

![A screenshot of a computer
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# Kesimpulan

1. Bisa membuat program Tree
2. Belajar lebih dalam pengaplikasian graph dengan lebih baik
3. Lebih mahir dalam menggunakan bahasa C++
4. Bisa melakukan problem solving bagi program yang error
5. Lebih paham dalam membuat program
6. Melatih daya pikir, imajinasi, dan langkah-langkah dalam membuat program